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Введение

Введение

Данный отчет составлен по учебной практике УП.01 Разработка модулей программного обеспечения для компьютерных систем.

Цели:

1. Написать консольные задачи в среде разработки InteliJ IDEA.
2. Разработка АИС.
3. Разработка ER-диаграммы.
4. Сформировать «Техническое задание».
5. Проектирование и реализация интерфейса.
6. Разработать встроенную систему справочного руководства и программного документа «Руководство пользователя».
7. Проведение тестирования.
8. Обеспечить механизм авторизации и работы как минимум двух пользователей, разграничить права.

Основная часть

1.1 Задача 1

Условие:

Вычислить норму матрицы.

Результат:

![](data:image/png;base64,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)

Рисунок 1 - Вывод задачи 1

1.2 Задача 2

Условие:

Train: Пункт назначения, Номер поезда, Время отправления, Число мест

(общих, купе, плацкарт, люкс).

Создать массив объектов. Вывести:

а) список поездов, следующих до заданного пункта назначения;

b) список поездов, следующих до заданного пункта назначения и отправляющихся после заданного часа;

c) список поездов, отправляющихся до заданного пункта назначения и имеющих общие места.

Решение:

public class Train {

private String destination;

private String number;

private String timeOfDeparture;

private EnumMap<CarType, Integer> seatCountHolder;

public enum CarType {

COMMON, COMPARTMENT, RESERVED\_SEAT, LUXURY;

}

public Train(String destination, String number, String timeOfDeparture,

final int commonSeatsCount, final int compartmentSeatsCount,

final int reservedSeatCount, final int luxurySeatCount ) {

this.destination = destination;

this.number = number;

this.timeOfDeparture = timeOfDeparture;

this.seatCountHolder = new EnumMap<CarType, Integer>(CarType.class);

seatCountHolder.put(CarType.COMMON, commonSeatsCount);

seatCountHolder.put(CarType.COMPARTMENT, compartmentSeatsCount);

seatCountHolder.put(CarType.RESERVED\_SEAT, reservedSeatCount);

seatCountHolder.put(CarType.LUXURY, luxurySeatCount);

}

public String getDestination() {

return destination;

}

public void setDestination(String destination) {

this.destination = destination;

}

public String getNumber() {

return number;

}

public void setNumber(String number) {

this.number = number;

}

public String getTimeOfDeparture() {

return timeOfDeparture;

}

public void setTimeOfDeparture(String timeOfDeparture) {

this.timeOfDeparture = timeOfDeparture;

}

public int getSeatCountByCarType(final CarType type) {

return seatCountHolder.get(type);

}

public void setSeatCountByCarType(final CarType type, final int newCount) {

seatCountHolder.put(type, newCount);

}

public int getTotalSeatCount() {

int count = 0;

for (CarType type : CarType.values())

count = count + seatCountHolder.get(type);

return count;

}

@Override

public String toString() {

return "Train :\n" +

" destination : '" + destination + "\'\n" +

" number : '" + number + "\'\n" +

" time of departure : '" + timeOfDeparture + "\'\n" +

" seats : " + getTotalSeatCount() + "\n" +

" common seats : " + seatCountHolder.get(CarType.COMMON) + "\n" +

" compartment seats : " + seatCountHolder.get(CarType.COMPARTMENT) + "\n" +

" reserved seats : " + seatCountHolder.get(CarType.RESERVED\_SEAT) + "\n" +

" luxury seats : " + seatCountHolder.get(CarType.LUXURY);

}

}

public class Trains {

private static final String[] CITIES = {"Moscow", "St.Petersburg", "Ekaterinburg", "Paris", "London"};

private static final ThreadLocalRandom RNG = ThreadLocalRandom.current();

public static List<Train> findTrainsWithSameDestination(final Collection<Train> trains, final String destination) {

List<Train> result = new ArrayList<>(trains);

return result.stream()

.filter(train -> Objects.equals(train.getDestination(), destination))

.collect(Collectors.toList());

}

public static List<Train> findTrainsWithSameDestinationAndAfterTime(final Collection<Train> trains,

final String destination,

final String givenTime) {

List<Train> result = new ArrayList<>(trains);

return result.stream()

.filter(train -> Objects.equals(train.getDestination(), destination))

.filter(train -> DatatypeConverter.parseTime(train.getTimeOfDeparture()).after(

DatatypeConverter.parseTime(givenTime)))

.collect(Collectors.toList());

}

public static List<Train> findTrainsWithSameDestinationAndHaveCommonSeats(final Collection<Train> trains,

final String destination) {

List<Train> result = new ArrayList<>(trains);

return result.stream()

.filter(train -> Objects.equals(train.getDestination(), destination))

.filter(train -> train.getSeatCountByCarType(Train.CarType.COMMON) > 0)

.collect(Collectors.toList());

}

public static List<Train> newRandomTrainList(final int trainCount) {

List<Train> trains = new ArrayList<>(trainCount);

for (int i = 0; i < trainCount; i++)

trains.add(newRandomTrain());

return trains;

}

public static Train newRandomTrain() {

final String city = randomCity();

final String number = randomNumber();

final String time = randomTime();

Train train = new Train(city, number, time, 0, 0, 0, 0);

for (Train.CarType type : Train.CarType.values())

train.setSeatCountByCarType(type, RNG.nextInt(21));

return train;

}

private static String randomCity() {

return CITIES[RNG.nextInt(CITIES.length)];

}

private static String randomTime() {

return String.format("%02d:%02d:%02d", RNG.nextInt(13), RNG.nextInt(60), RNG.nextInt(60));

}

private static String randomNumber() {

return String.format("%03d", RNG.nextInt(1000));

}

}

public class Main {

public static void main(String[] args) {

List<Train> trainsList = Trains.newRandomTrainList(10);

System.out.println("Original list:");

trainsList.forEach(System.out::println);

List<Train> trainsWithGivenDestination = Trains.findTrainsWithSameDestination(trainsList, "Moscow");

System.out.println("Trains for Moscow:");

trainsWithGivenDestination.forEach(System.out::println);

List<Train> trainsWithGivenDestinationAndTime = Trains

.findTrainsWithSameDestinationAndAfterTime(trainsList, "Paris", "09:00:00");

System.out.println("Trains for Paris and 09:00:");

trainsWithGivenDestinationAndTime.forEach(System.out::println);

List<Train> trainsWithGivenDestinationAndSeats = Trains

.findTrainsWithSameDestinationAndHaveCommonSeats(trainsList, "Ekaterinburg");

System.out.println("Trains for Ekaterinburg and seats:");

trainsWithGivenDestinationAndSeats.forEach(System.out::println);

}

}

1.3 Задача 3

Условие:

Создать объект класса Щенок, используя классы Животное, Собака.

Методы: вывести на консоль имя, подать голос, прыгать, бегать, кусать.

Решение:

public class Animal {

protected String name;

public Animal(String name) {

this.name = name;

}

public String getName() {

return name;

}

}

public class Dog extends Animal {

public Dog(String name) {

super(name);

}

public String votesCast(){

return "Gav";

}

public String jump() {

return "Jump";

}

public String run() {

return "Run";

}

public String bite() {

return "Bite";

}

}

public class Puppy extends Dog {

public Puppy(String name) {

super(name);

}

}

public class PuppyRunner {

public static void main(String[] args) {

Puppy puppy = new Puppy("Ralf");

System.out.println("Name: "+puppy.getName());

System.out.println("Votes Cast: " + puppy.votesCast());

System.out.println("Jump: " + puppy.jump());

System.out.println("Run: "+ puppy.run());

System.out.println("Bite: "+ puppy.bite());

}

}

1.4 Задание 4

Условие:

Создать класс Mobile с внутренним классом, с помощью объектов которого можно хранить информацию о моделях телефонов и их свойствах.

Решение:

public class Mobile {

private String brand;

private String model;

private ModelProperties modelProperties;

// constructors, getters, setters, toString, etc...

private class ModelProperties {

private String model;

private long accumCapacity;

private double screenSize;

// constructors, getters, setters, toString, etc...

}

}

1.5 Задание 5

Условие:

В тексте найти и напечатать n символов (и их количество), встречающихся наиболее часто.

Решение:

public class FindSymbolsInTheText {

public static String calculateWordsEnding(String string) {

int count1 = 0; // а

int count2 = 0; // е

int count3 = 0; // в

int count4 = 0; // и

int count5 = 0; // к

int count6 = 0; // л

int count7 = 0; // м

int count8 = 0; // о

string = string.toLowerCase();

for (int i = 0; i<string.length(); i++) {

if (string.charAt(i) == 'а')

count1++;

if (string.charAt(i) == 'е')

count2++;

if (string.charAt(i) == 'в')

count3++;

if (string.charAt(i) == 'и')

count4++;

if (string.charAt(i) == 'к')

count5++;

if (string.charAt(i) == 'л')

count6++;

if (string.charAt(i) == 'м')

count7++;

if (string.charAt(i) == 'о')

count8++;

}

System.out.println("а = " + count1 + "\n" + "е = " + count2 + "\n" + "в = " + count3 + "\n" + "и = " + count4 + "\n" +

"к = " + count5 + "\n" + "л = " + count6 + "\n" + "м = " + count7 + "\n" + "о = " + count8 + "\n");

return string;

}

private static String readingFromFile(String path) throws IOException {

byte[] encoded = Files.readAllBytes(Paths.get(path));

return new String(encoded, "utf-8");

}

}

1.6 Задача 6

1.7 Задача 7

1.8 Задача 8

Условие:

Составить описание класса для работы с цепными списками строк (строками произвольной длины). Обеспечить при этом выполнение операций включения в список, удаления из списка элемента с заданным значением, удаления всего списка или конца списка, начиная с указанного элемента.

Решение:

static void Main(string[] args)

{

Console.Title = "Задача 2.9";

MyStringBuilder stringList = new MyStringBuilder();

while (true)

{

int menu;

Console.Clear();

Console.WriteLine("Меню:");

Console.WriteLine("1. Добавить строку.");

Console.WriteLine("2. Вывод строки на экран.");

Console.WriteLine("3. Удаление элемента из строки.");

Console.WriteLine("4. Удаление всей строки.");

Console.WriteLine("5. Удаление конца строки с заданного элемента.");

Console.WriteLine("6. Вывести весь список строк.");

Console.WriteLine("7. Удалить весь список.");

Console.WriteLine("8. Выход.");

Console.Write("\nВыберите пункт меню: ");

try

{

menu = Convert.ToInt32(Console.ReadLine());

switch (menu)

{

case 1:

String str;

Console.WriteLine("Введите строку: ");

str = Console.ReadLine();

stringList.Add(str);

break;

case 2:

Console.Write("\nВведите номер строки: ");

int pos = Convert.ToInt32(Console.ReadLine());

stringList.ShowString(pos);

Console.WriteLine("\n\nPress any key...");

Console.ReadKey();

break;

case 3:

Console.Write("Введите номер строки из которой хотите удалить символ: ");

int posLine = Convert.ToInt32(Console.ReadLine());

Console.Write("Введите номер элемента, который необходимо удалить: ");

int posChar = Convert.ToInt32(Console.ReadLine());

stringList.DeleteChar(posLine, posChar);

break;

case 4:

Console.Write("Введите номер строки которую хотите удалить: ");

posLine = Convert.ToInt32(Console.ReadLine());

stringList.DeleteString(posLine);

break;

case 5:

Console.Write("Введите номер строки конец которой вы хотите удалить: ");

posLine = Convert.ToInt32(Console.ReadLine());

Console.Write("Введите номер элемента, от начала которого вы хотите удалить символы: ");

posChar = Convert.ToInt32(Console.ReadLine());

stringList.DeleteEndOfString(posLine, posChar);

break;

case 6:

stringList.ShowAll();

Console.WriteLine("\n\nPress any key...");

Console.ReadKey();

break;

case 7:

stringList.DeleteAll();

break;

case 8:

return;

}

}

catch (FormatException)

{

Console.Clear();

Console.WriteLine("Неверный пункт. Нажмите любую клавишу и повторите ввод.");

Console.ReadKey();

}

}

}

⦁ Разработка ER-диаграммы

Условие:

Рекламное агентство

В качестве серверной части разработать базу данных в СУБД MySQL в соответствии с вариантом. База данных содержит таблицу, состоящую из не менее чем 5-ти полей и 20-ти записей.

Клиентская часть должна быть разработана на языке Java. Каждый запрос должен быть реализован отдельным методом. Все методы могут принадлежать одному классу. Отдельно должен быть реализован класс, содержащий метод main().

Таким образом, структура клиента должна быть такой:

⦁ Класс, содержащий статический метод main() для демонстрации возможностей программы.

⦁ Класс, содержащий поля и методы для работы с удалённой базой данных:

⦁ Обязательные методы (запросы) клиента:

- выборка содержимого таблиц базы данных;

- запись в файл результата выборки содержимого таблиц БД.

- вывод в консоль результатов выполнения каждого метода.

⦁ Дополнительные методы (запросы) клиента

⦁ добавление записи в таблицу.

⦁ удаление записи из таблицы.

⦁ обновление записи в таблице.

⦁ поиск записи по признаку (на ваш выбор).

⦁

Техническое задание.

1) Анализ предметной области. Разработка ER-диаграммы «сущность-связь» (ErWin). Разработка диаграммы вариантов использования, диаграммы классов, диаграммы последовательностей, диаграммы кооперации, диаграммы состояний, диаграммы деятельности (MS Visio, Rational Rose и другие).

2) Разработать базу данных в СУБД MySQL «Театры г. Калининграда».

Клиентская часть должна быть разработана на языке Java. Каждый запрос должен быть реализован отдельным методом. Все методы могут принадлежать одному классу. Отдельно должен быть реализован класс, содержащий метод main().

3) Разработка структурной и функциональной схемы АИС.

4) Проектирование и реализация интерфейса.

5) Разработка встроенной системы справочного руководства и программного документа «Руководство пользователя».

6) Проведение тестирования.
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Рисунок – 1(ER Диаграма)

Выгрузка базы данных:

-- phpMyAdmin SQL Dump

-- version 4.9.7

-- https://www.phpmyadmin.net/

--

-- Хост: localhost

-- Время создания: Ноя 12 2022 г., 23:41

-- Версия сервера: 5.7.21-20-beget-5.7.21-20-1-log

-- Версия PHP: 5.6.40

SET SQL\_MODE = "NO\_AUTO\_VALUE\_ON\_ZERO";

SET AUTOCOMMIT = 0;

START TRANSACTION;

SET time\_zone = "+00:00";

/\*!40101 SET @OLD\_CHARACTER\_SET\_CLIENT=@@CHARACTER\_SET\_CLIENT \*/;

/\*!40101 SET @OLD\_CHARACTER\_SET\_RESULTS=@@CHARACTER\_SET\_RESULTS \*/;

/\*!40101 SET @OLD\_COLLATION\_CONNECTION=@@COLLATION\_CONNECTION \*/;

/\*!40101 SET NAMES utf8mb4 \*/;

--

-- База данных: `deputasy\_practik`

--

-- --------------------------------------------------------

--

-- Структура таблицы `Manager`

--

-- Создание: Ноя 12 2022 г., 20:33

-- Последнее обновление: Ноя 12 2022 г., 20:36

--

DROP TABLE IF EXISTS `Manager`;

CREATE TABLE `Manager` (

`IDManager` int(11) NOT NULL,

`FIO` text NOT NULL,

`TLF` text NOT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8;

--

-- Дамп данных таблицы `Manager`

--

INSERT INTO `Manager` (`IDManager`, `FIO`, `TLF`) VALUES

(1, 'Артур Магомедов', '+79998789889'),

(2, 'Галина Паловна', '+79994567887'),

(3, 'Петр Нормандов', '+799845387');

-- --------------------------------------------------------

--

-- Структура таблицы `Placed`

--

-- Создание: Ноя 12 2022 г., 20:28

-- Последнее обновление: Ноя 12 2022 г., 20:37

--

DROP TABLE IF EXISTS `Placed`;

CREATE TABLE `Placed` (

`IDPlaced` int(11) NOT NULL,

`Names` text NOT NULL,

`VidReklama` text NOT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8;

--

-- Дамп данных таблицы `Placed`

--

INSERT INTO `Placed` (`IDPlaced`, `Names`, `VidReklama`) VALUES

(1, 'Площадь победы', 'Банер'),

(2, 'Улица Горького 34', 'Объявления на столбах'),

(3, 'Советский проспект 132', 'Банер');

-- --------------------------------------------------------

--

-- Структура таблицы `Reklamodatel`

--

-- Создание: Ноя 12 2022 г., 20:38

-- Последнее обновление: Ноя 12 2022 г., 20:40

--

DROP TABLE IF EXISTS `Reklamodatel`;

CREATE TABLE `Reklamodatel` (

`IDKlietn` int(11) NOT NULL,

`Names` text NOT NULL,

`KontaktName` text NOT NULL,

`TLF` text NOT NULL

) ENGINE=InnoDB DEFAULT CHARSET=utf8;

--

-- Дамп данных таблицы `Reklamodatel`

--

INSERT INTO `Reklamodatel` (`IDKlietn`, `Names`, `KontaktName`, `TLF`) VALUES

(1, 'Олег Палыч', 'Юлия Секретарь', '+79985432321'),

(2, 'Валентина Олеговна ', '-', '+79975435645'),

(3, 'Артур Шарифов', 'Лаура Василькова', '+79763568754');

--

-- Индексы сохранённых таблиц

--

--

-- Индексы таблицы `Manager`

--

ALTER TABLE `Manager`

ADD PRIMARY KEY (`IDManager`);

--

-- Индексы таблицы `Placed`

--

ALTER TABLE `Placed`

ADD PRIMARY KEY (`IDPlaced`);

--

-- Индексы таблицы `Reklamodatel`

--

ALTER TABLE `Reklamodatel`

ADD PRIMARY KEY (`IDKlietn`);

--

-- AUTO\_INCREMENT для сохранённых таблиц

--

--

-- AUTO\_INCREMENT для таблицы `Manager`

--

ALTER TABLE `Manager`

MODIFY `IDManager` int(11) NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=4;

--

-- AUTO\_INCREMENT для таблицы `Placed`

--

ALTER TABLE `Placed`

MODIFY `IDPlaced` int(11) NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=4;

--

-- AUTO\_INCREMENT для таблицы `Reklamodatel`

--

ALTER TABLE `Reklamodatel`

MODIFY `IDKlietn` int(11) NOT NULL AUTO\_INCREMENT, AUTO\_INCREMENT=4;

COMMIT;

/\*!40101 SET CHARACTER\_SET\_CLIENT=@OLD\_CHARACTER\_SET\_CLIENT \*/;

/\*!40101 SET CHARACTER\_SET\_RESULTS=@OLD\_CHARACTER\_SET\_RESULTS \*/;

/\*!40101 SET COLLATION\_CONNECTION=@OLD\_COLLATION\_CONNECTION \*/;